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Abstract
This article draws on a one-semester online programming course to determine the relationships between the types of feedback that students received and their programming performances. An explorative study was designed including both quantitative and qualitative data. Participants were 15 second-year students enrolled at an Information Technology department of a public university who received weekly programming problems as projects. The instructor provided various types of feedback (corrective, confirmatory, explanatory, diagnostic and expanded feedback) to the students via GitHub. The results showed that; when the students who received corrective and explanatory feedback more, the programming performance scores were high. A strong positive relationship existed between a total amount of feedback with programming performance scores, also a number of times that students received explanatory feedback and programming performance scores. In addition, while the positive correlations existed between programming performance scores and the amount of all types of feedback, there was a weak correlation between the number of times that students received expanded feedback and programming performance scores. The difficulty of the programming projects, the needs of the participants and the affordances of the online learning environment played key role in the students’ preference for receiving feedback type. Recommendations for future research and practice are included.
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1. Introduction
In recent years, the increasing demand for programming has led many institutions to utilize online settings for delivering programming courses. Despite the advance in the tools for programming instruction, teaching programming remains a big challenge for instructors and programming courses are still considered complex and often resulting in low retention (Barr & Guzdial, 2015; Sáez-López, Román-González, & Vázquez-Cano, 2016). Especially, in online programming courses, repetitive failures during lessons may lead students to lose enthusiasm and interest (Law, Lee, & Yu, 2010). In this sense, students often need feedback from the instructors to perform programming tasks (Eng, Ibrahim, & Shamsuddin, 2015). Through ongoing monitoring of online learning, instructors can observe students’ progress and guide them via feedback. Effective feedback can support students to progressively identify their strengths and weaknesses and refine their understanding (Gikandi, Morrow, & Davis, 2011).

Researchers in online learning argue that online learning has distinct pedagogical demands owing to the asynchronous nature of interactivity between the teacher and learners (Naidu, 2007). Thus, although online feedback have the potentials to enhance online learning outcomes, the process of using feedback online may be somewhat different from the face-to-face settings. The instructors giving and the students’ receiving process
may be affected by various factors of the online learning components. This can also affect the preferences of various types of feedback. Thus, a question may come into mind: “Does use of different types of feedback affect the learning outcomes differently?” Although feedback in teaching online programming have a positive effect on outcomes, the relationship between the feedback types used and the programming performances during the instructional process need to be investigated further.

1.1. Feedback in Online Programming

In online learning, the responsibility of learning is shifted from the instructor to the student (Xia & Liitiäinen, 2017). Researchers argued that traditional pedagogical practices that do not fit online classrooms (Baran, Correia, & Thompson, 2011). In this line, ongoing support for scaffolding is suggested in online learning, and the learning process can be facilitated through well-designed feedback (Ludwig-Hardman & Dunlap, 2003). According to Hattie and Timperley (2007), the feedback has been shown to hold great potential for student learning in higher education. The instructor may increase student motivation to learn by facilitating self-directed studies with well-organized instructions and timely feedback (Kop, 2011; Xia, 2015). Feedback enhances learning by informing the user about learners’ performance, correcting the user, explaining the correct answers, evaluating, motivating the user, rewarding the user or attracting attention (Lawless & Pellegrino, 2007).

Creating pedagogically sound feedback is a complex task. Feedback content, learning tasks, characteristics of the students, frequency of the feedback and timing may affect to contributions of the feedback to the learning outcomes (Kluger & DeNisi, 1996; Shute, 2008). In this regard, divergent views exist about what to include in feedback messages, and even in the amount of information to reach the pedagogical objectives (Campos, et al., 2012). Instructors should have prior knowledge about students’ readiness, the sources of the mistakes to provide the appropriate type of feedback to meet the students’ needs.

1.2. Types of Feedback

In online learning giving and receiving online feedback is somewhat different than the traditional feedback, because learners have more time to deal with feedback in the tasks (Pyke & Sherlock, 2010). Considering the online learning settings, Vasilyeva et al. (2007) classified the functions of online feedback as no feedback, simple verification feedback, correct response feedback, elaborated feedback and try again feedback. Schimmel (1983) classified types of feedback as explanatory, corrective, diagnostic, confirmatory and expanded.

*Explanatory feedback* gives information to the students about their learning outcomes including why the answer is wrong or correct.  
*Corrective feedback* provides the correct answer which is given along with the confirmatory feedback through the student's learning outcomes.  
*Diagnostic feedback* includes information about what the student should work to correct the wrong answer and how it should work.  
*Confirmatory feedback* provides information about the results of learning whether it is true or false.  
*Expanded feedback* enables the student to expand students’ existing knowledge by helping them to build relationships between prior knowledge and new knowledge.

Research conducted about online feedback includes different perspectives. For instance, Gikandia and Marrow (2016) used Moodle and found that peer formative feedback was useful in understanding how the students learned actively and contributed to peer review. Cakiroglu et al. (2016) studied the effects of instant feedback in an online programming course and observed that the online course cultivated students’ programming skills. In another study Horne at all. (2018) indicated that it is beneficial for students to receive feedback on a regular basis, but that they do not need to use excessive feedback to get a positive impact. While prior work provides compelling evidence that feedback is one of the keys to successful programming, it leaves several open questions about the effect of types of feedback. Following conclusions from the previous studies, we aim at gaining an insight into the nature of feedback types provided in online programming instruction.

In an online learning environment, various tools can be used for giving feedback. LMSs are common settings used to deliver online settings. Also, some specialized web-based tools are used in online learning. For instance, GitHub is originally developed as a tracking software development and collaboration during the software development process. GitHub provides educational tools such as GitHub Classroom and GitHub Education. Thanks to these tools GitHub fulfills some requirements of LMS, such as asynchronous communication, immediate feedback, content delivering and evaluation. The Fork provides to copy the repositories belonging to someone else. Anyone in the GitHub group can develop projects and receive visual feedback with graphs of all commits and fork made.
1.3. Need for Study

Like all learning models, online learning has some inherent problems, especially in the areas of isolation, support, technology, discipline and feedback (Mishra & Koehler, 2006). It is valuable for instructors to acknowledge the importance of students’ needs and expectations in formulating their feedback (Hyland, 2010; Jara & Mellar, 2010). Although previous research has investigated widespread use of feedback in various courses, the conditions under which types of feedback foster learning online programming remain unclear. Thus, the findings of this study will be useful to guide for instructors to provide appropriate feedback types for the context.

1.4. Purpose of the Study

Given the importance of feedback for learning programming and the increasing trend of online programming courses, this study seeks to examine which types of feedback enhance students' success in the given tasks in the online training environment. Particularly, Github as an asynchronous programming teaching platform is used.

In line with the overall purpose of the study, the following research questions were directed:
- How did different types of feedback effect on programming performance scores?
- How did students explain the contribution of various feedback types to the online programming learning process?

2. Method

In order to address the research questions, an explorative study was designed. One semester online course was carried out through synchronous online techniques. Both quantitative and qualitative data were used gathered to understand the relationships between the types of feedback and programming performances. The instructor gave one project per week for 9 weeks through GitHub, and students worked projects on Github by receiving feedback within this platform.

GitHub was developed to track the development of projects, share them with other developers and to provide a common development environment. The affordances of Github in the collaboration and feedback facilities directed programmers to use it for programming instruction (Gunnarsson, et al., 2017). GitHub fulfills a lot of features of an LMS, such as asynchronous communication, immediate feedback, transmitting content and evaluate students. For instance, Fork provides to copy the repositories belonging to someone else. Visual feedback provides the users with graphs of all commits and fork made. So that anyone to follow the project during its development.

2.1. Participants

In this study, participants were 15 (12 male, 3 female) students (between 20-29 age) enrolled in a programming department of a vocational high school in Turkey. The study was carried out in Javascript class in the 4th semester of the academic year 2017–2018.

2.2. Process

The course was delivered via both synchronous online sessions via Adobe Connect 3 hours per week. In these sessions, the instructor generally delivered presentations and sample programming codes and provided discussions about the codes. Also, the instructor asked students to work on 9 programming projects during a semester of 14 weeks. Projects covering conceptual and strategic knowledge of programming were presented starting from easy to difficult projects. Projects include tasks about the programming knowledge that is provided by the instructor during the week. Students were required to complete the online tasks in their own learning time at home. The instructor gives the projects on GitHub and students sent the answers including design of the form, the question, the answer screenshots about the answer and detailed explanations are provided by the GitHub Repo. The projects are briefly presented in Table1.
Table 1. Weekly programming projects

<table>
<thead>
<tr>
<th>Projects</th>
<th>Programming Concepts</th>
<th>Project topics</th>
</tr>
</thead>
<tbody>
<tr>
<td>P1</td>
<td>Basic variable and transaction</td>
<td>Priority of operations</td>
</tr>
<tr>
<td>P2</td>
<td>Basic loop and comparison</td>
<td>Divisibility question</td>
</tr>
<tr>
<td>P3</td>
<td>Inner loop</td>
<td>Multiplication table of numbers</td>
</tr>
<tr>
<td>P4</td>
<td>Conditions (if-else)</td>
<td>Odd or even numbers</td>
</tr>
<tr>
<td>P5</td>
<td>Usage of function</td>
<td>Environment, area, volume</td>
</tr>
<tr>
<td>P6</td>
<td>Logical testing and loop</td>
<td>Calculation of multiplication</td>
</tr>
<tr>
<td>P7</td>
<td>Arrays</td>
<td>Sorting the numbers</td>
</tr>
<tr>
<td>P8</td>
<td>Operators</td>
<td>Rules about triangles</td>
</tr>
<tr>
<td>P9</td>
<td>Number guessing game</td>
<td>Random numbers</td>
</tr>
</tbody>
</table>

The instructor examined the programming codes and provided feedback to the students’ programming codes on the GitHub Commit tool. Using the repository of GitHub students were allowed to submit their programming codes for the projects. Students could follow the feedback for all projects. In the feedback, the instructor provided conceptual and logical information about programming. Also, the structure of Javascript and the web page design was also included in the feedback. The instructor was able to follow students’ progression in the tasks via GitHub. Using their own accounts in the Fork tool, students provided their codes and their responses for the feedback including how they benefited from feedback. At the end of the deadline for each project, students submitted the final version of programming codes and shared them with other students via GitHub.

The answers for the programming projects were shared by the instructor at the end of the project deadline. A view from the project including the student response and the instructor feedback is presented in Figure 1.

![Figure 1. A view from the journey of a feedback](image)

2.3. Data Collection Tools and Analysis

Both quantitative and qualitative data were used to acquire a better understanding of the influences of feedback on students’ programming performances. Data Collection tools include Github logs were analyzed as quantitative data collection tools, also rubric and question form were used to help explain the quantitative results from Github data.
GitHub logs: GitHub logs included quantitative data (amount and time) about students’ answers for the project tasks and instructor feedback. The feedback is given and the students’ responses for the feedback (their revisions regarding the feedback or explanations about the feedback) were provided through GitHub. The logs were analyzed considering the amount of types of feedback. Two researchers determined the types of feedback on the projects.

Rubrics: An evaluation rubric was created for examining students’ programming codes in order to determine their performances. Rubrics include an evaluation protocol for three types of programming knowledge (syntactic knowledge, conceptual and strategic knowledge) (McGill, & Volet, 1997) in their tasks. Two experts in online learning and programming instruction reviewed the rubric items and the scales for content validity. Three sections (syntax, conceptual, strategic) were grouped in three levels of evaluation as regarding the total scores of 0-15. The T-scores of the total scores from the rubric was taken as a performance score. Two researchers first assigned the scores for the tasks on the rubric individually, and then they discussed the students’ codes each other until they come to reach an agreement on the score of students for the task. The well-defined score categories assisted in maintaining consistent scoring when rating. Spearman Correlation tests were used to determine the relationships between the amount of each type of feedback used during the instructional process. According to Schimmel (1988), feedback differs according to the amount of information its solution to the wrong answer (except for the last step). In this study, feedback given by teachers in the learning-teaching process was handled according to Schimmel's classification of feedback types that provide information to students and based on the amount of this information. Answers such as true, false, yes, no are confirmative feedback. The corrective feedback provides the correct response to the student. For example, “Wrong answer, Turkey’s capital is Ankara.” There are various forms of use of descriptive feedback. It can be presented in stages by showing the content to the student before giving the wrong answer. The diagnostic feedback aims to correct the student's erroneous mental modeling process. Therefore, the answer has more function than just correcting it. The expanded feedback was considered feedback directing the student to find the result own.

Open-Ended Question Form: The form includes open-ended questions about feedback, difficulties in the process and effects of the feedback on the learning progress, and closed-ended questions for demographics. The form was given to the participants as a result of the training and the form was completed themselves. The form included such as “What were the challenges you faced during the process?”, “How did the comments written to you on GitHub affect your learning of programming?”, “What kind of feedback did you benefited most? Why did you think that you benefited more?”

3. Results
The programming performances were evaluated by scoring the students’ responses to the tasks in the weekly projects through rubrics. Students’ perspectives in the question form were used to explain the contributions of the feedback to the programming performance.

3.1. Relationships between Feedback Students Received and Programming Performances
In order to determine the relationships between the feedback types and the programming performances, first, we defined the relationships descriptively on the basis of all students and all projects. Then we provided statistical results to understand this relationship.

3.1.1. Amount of Feedback and Programming Performances
The amount of feedback was differentiated in the projects due to the students’ needs. We considered the amount of feedback as the indicators of feedback use. Totally 292 posts were provided by students through 547 feedback in the types of corrective, confirmatory, explanatory, diagnostic and expanded feedback. The programming performance scores and the total amount of feedback were presented together in Figure 2.
In the question forms students also expressed that they were highly satisfied with receiving feedback as part of learning programming. Some of the participants indicated that feedback was helpful, reminding them that they were guiding them in correcting their mistakes. In this sense, S10 stated that: “The comments my teacher provided helped me to define the correct programming statements. This was a good way that teacher’s comments directed us when we try to program.”

3.1.2. Types of Feedback and Programming Performances
Totally 547 feedback including 157 corrective, 53 confirmatory, 204 explanatory, 100 diagnostic and 33 expanded feedback were used in 9 projects. The average of the feedback for each project is 60.7. Figure 3 shows the total amount of feedback and average programming performance scores. While students’ average scores were 51, they received an average of 42 feedback for each project. It was found that, the student received a lot of feedback, the programming performance scores were generally high. As a matter of fact, three students (S9, S14) who received the much amount feedback got the highest scores. It was worth noting that the average score of some students was higher than the other students even though they receive a low amount of feedback. For instance, S10 and S3 received a low amount of feedback, but their programming performance scores were 40, 55 respectively. Likewise, S6 who got the highest average score (64.29) from the projects, received averagely 35 feedback from all projects. It was seen that 61% of the students had a score above the average, while others were at the interval of 15 to 40. At this point, in order to determine whether the types of feedback were influenced by the programming performances much, a weekly analysis of the feedback was provided. Descriptively, the results based on the projects were presented in Figure 3.
Figure 3 shows that the most frequently used feedback types were explanatory, corrective and diagnostic feedback. While more amount of diagnostic feedback was given in Project 4 and Project 9, also more amount of explanatory feedback was provided in Project 7 and Project 8. Also, the instructor provided an average amount of the corrective feedback high. The amount of expanded feedback that the student received was less for each project. Although the amount of feedback use increases towards the end of the implementation, it seems that the average of the scores of the students’ answers decreased gradually.

3.1.3. Correlations between the Amount of Feedback and Programming Performances

In addition, statistically, Table 2 shows the relationship between the amount of feedback that the students received and programming performances. If the sample size is less than 30, data distribution is not normal or heterogeneous data structures, the Spearman correlation analysis method is used (Bishara, & Hittner, 2012). As can be seen from the table, the Spearman Product Moment Correlation analysis, which was conducted to determine the relationship between the rubric scores obtained from each project and the total amount of feedback in each project. Statistically, the correlation coefficient was interpreted with its value as below:
- Exactly -1. A perfect (negative) linear relationship,
-0.70. A strong (negative) linear relationship,
-0.50. A moderate (negative) relationship,
-0.30. A weak (negative) linear relationship,
0. No linear relationship,
+0.30. A weak (positive) linear relationship,
+0.50. A moderate (positive) relationship,
+0.70. A strong (positive) linear relationship,
Exactly +1. A perfect (positive) linear relationship.

The results indicate that higher programming performance scores positively correlate with more feedback (gathered from the rubric) (<0.05, r=0.884). The correlation between the programming performance scores obtained from each project and the total amount of corrective feedback in each project correlates moderate positive at p <0.05 level (r=0.615). The higher programming performance scores also correlates with more confirmatory feedback moderate positively (r=0.675). Also the programming performance scores and the amount of explanatory feedback that the students received showed a moderate positive correlation (r=0.771). Moderate positive correlation also exists between the number of items of diagnostic feedback and programming performance scores (r=0.519). Weak positive correlation exits only between high programming performance scores and more expanded feedback (r=0.261).
Table 2. Correlations between number of times that the students received feedback and programming performances

<table>
<thead>
<tr>
<th>Correlations</th>
<th>Spearman’s rho</th>
<th>total</th>
<th>corrective feedback</th>
<th>confirmative feedback</th>
<th>explanatory feedback</th>
<th>diagnostic feedback</th>
<th>expanded feedback</th>
<th>programming performance scores</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>CC</td>
<td>Sig. (2-tailed)</td>
<td>1,000</td>
<td>.692**</td>
<td>.678**</td>
<td>.911**</td>
<td>.585**</td>
</tr>
<tr>
<td></td>
<td></td>
<td>N</td>
<td></td>
<td>162</td>
<td>.000</td>
<td>.000</td>
<td>.000</td>
<td>.000</td>
</tr>
<tr>
<td>Corrective feedback</td>
<td></td>
<td>CC</td>
<td>Sig. (2-tailed)</td>
<td>.692**</td>
<td>1,000</td>
<td>.444**</td>
<td>.643**</td>
<td>.002</td>
</tr>
<tr>
<td></td>
<td></td>
<td>N</td>
<td></td>
<td>162</td>
<td>.000</td>
<td>.000</td>
<td>.000</td>
<td>.978</td>
</tr>
<tr>
<td>Confirmative feedback</td>
<td></td>
<td>CC</td>
<td>Sig. (2-tailed)</td>
<td>.678**</td>
<td>.444**</td>
<td>1,000</td>
<td>.485**</td>
<td>.275**</td>
</tr>
<tr>
<td></td>
<td></td>
<td>N</td>
<td></td>
<td>162</td>
<td>.000</td>
<td>.000</td>
<td>.000</td>
<td>.070</td>
</tr>
<tr>
<td>Explanatory feedback</td>
<td></td>
<td>CC</td>
<td>Sig. (2-tailed)</td>
<td>.911**</td>
<td>.643**</td>
<td>.485**</td>
<td>1,000</td>
<td>.476**</td>
</tr>
<tr>
<td></td>
<td></td>
<td>N</td>
<td></td>
<td>162</td>
<td>.000</td>
<td>.000</td>
<td>.000</td>
<td>.024</td>
</tr>
<tr>
<td>Diagnostic feedback</td>
<td></td>
<td>CC</td>
<td>Sig. (2-tailed)</td>
<td>.585**</td>
<td>.002</td>
<td>.275**</td>
<td>.476**</td>
<td>1,000</td>
</tr>
<tr>
<td></td>
<td></td>
<td>N</td>
<td></td>
<td>162</td>
<td>.000</td>
<td>.000</td>
<td>.000</td>
<td>.391**</td>
</tr>
<tr>
<td>Expanded feedback</td>
<td></td>
<td>CC</td>
<td>Sig. (2-tailed)</td>
<td>.329**</td>
<td>.010</td>
<td>.143</td>
<td>.177**</td>
<td>1,000</td>
</tr>
<tr>
<td></td>
<td></td>
<td>N</td>
<td></td>
<td>162</td>
<td>.000</td>
<td>.895</td>
<td>.070</td>
<td>.024</td>
</tr>
<tr>
<td>Programming performance scores</td>
<td></td>
<td>CC</td>
<td>Sig. (2-tailed)</td>
<td>.884**</td>
<td>.615**</td>
<td>.675**</td>
<td>.771**</td>
<td>.519**</td>
</tr>
<tr>
<td></td>
<td></td>
<td>N</td>
<td></td>
<td>162</td>
<td>.000</td>
<td>.000</td>
<td>.000</td>
<td>.000</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Correlation is significant at the 0.01 level (2-tailed)  CC: Correlation Coefficient  
* Correlation is significant at the 0.05 level (2-tailed)

3.2. Contributions of Various Feedback to the Programming Learning Process

Considering the types of feedback, most of the students evaluated the corrective feedback helpful in their problem-solving process. In this sense, S1 stated: “I think the feedback facilitated my work because they showed me my mistakes and how can I correct them”. Another student S2 also emphasized the motivation effect of corrective feedback as “Sometimes I forgot how to use the statements and I could not continue on writing the code, at that time, instructor comments made me see my mistakes and continue writing”. Related with the tasks in project 6 and project 8 (requiring extra programming conceptual knowledge about the structure of the language), a few numbers of students emphasized the contribution of the expanded feedback. For instance, according to S4, the instructor suggested them various kinds of resources; and taking advantage of these, they could investigate some structural and logical knowledge to write effective and correct codes. Similarly, S5 explained that instructor feedback for searching other sources helped them not only writing correct codes but also learn why to use such code pieces or functions. In this regard, S6 stated that various examples from various programming web sites which the instructor suggested were very helpful. Some of the students also indicated the effectiveness of the diagnostic feedback. They identified that this kind of feedback was able to make them aware of the mistakes in the programs. In this line, S10 stated: “Sometimes I have little mistakes in the codes but I cannot find where it is. Thanks to instructors’ comments that he shows us where the mistake is, Sometimes I consider it as syntax error but the instructor shows that it was about the programming logical structure.”. Besides, most of the participants claimed that feedback was needed to be more explanatory.
It was observed that the first responses to the tasks (codes for the problems) were including more mistakes, and students needed more descriptive feedback, namely including some explanations about the way for solutions. Some of them addressed that, they needed some basic examples directing them to define the ways of solutions for the weekly problems. Thus, they considered that more explanatory tips would have been more helpful than corrective feedback. In addition, students’ perspectives showed that in some complex tasks more than one type of feedback was required to be given together. Surprisingly, depending on the students’ prior programming knowledge, when the prior knowledge is low, the expanded feedback was not sufficient for their needs and they need explanatory feedback within the expanded one.

On the other hand, students’ perspectives showed that the complexity of the problems was a crucial factor for using a diversity of feedback. For instance, S6 expressed that after starting the coding in complex problems she often could not continue, because she did not understand the tasks that the instructor asked them to do. According to S6, expanded feedback was not enough solely, so the instructor also added corrective feedback for some tasks.

4. Discussion and Conclusions

4.1. Relationships between Types of Feedback and Programming Performances

Hyland (2001) pointed out that online learners receive feedback from the online instructor is a useful means of communication between the students and the instructor. In this study, we focused on the contributions of using different types of feedback to the programming performances. The results indicated that various feedback in online programming instruction have a positive role in facilitating students’ learning programming. In accordance with the findings, another research project addressed that during the programming process, students need to be aware of their mistakes by efficient feedback (Hatziapostolou & Paraskakis, 2010). Although some students’ log data confirm the idea that a positive correlation exists between more feedback and programming performance scores, it was not supported by the data of a few numbers of students. Statistically, a strong correlation (r = 0.884) was found between the rubric scores and the total amount of feedback. Although students in higher programming performance scores did not confirm that higher score correlates with more feedback (Niessen, Meijer, & Tendeiro, 2016); the adverse relationship was confirmed that is when the amount of feedback received was less, the programming performance scores are also low. It was also found that the amount of feedback for each project was quite more in difficult projects. One reason for the might be that the nature of programming tasks influences the amount of feedback. Independent from types of feedback, the relationship between total number of times that the student received feedback and the programming performance scores was positive. The results were consistent with the study that the coding success of first-year students who received programming lessons through getting feedback during the course was high (Benachour & Edwards, 2009). The present study is also consistent with the findings of Kyrilov (2017) who examined the effectiveness of the feedback in programming exercises with the help of code texts and forms. As a result, feedback received by the students contributed positively to their programming performances. Conversely, inconsistent with the results of the present study, (Heo & Chow (2005) investigated the effectiveness of feedback on students’ programming performances and showed that there was no benefit of feedback in online learning.

In this study, some types of feedback were given more than the others. It was observed that the frequency of use of feedback types was in the following order: explanatory, corrective, diagnostic, expanded and confirmatory in this study. One reason for the highest use of explanatory feedback may be the way of the interaction between students and instructors on the GitHub. As a matter of fact, the instructor could improve explanations in each of the posts when the participants require it. One other reason may be students’ previous learning experiences. Because some of the students were accounted to be informed about their responses and took the explanations into consideration during the learning process.

4.2. Contributions of the Feedback to the Learning Process

According to Orsmond & Merry (2011), active use of feedback does not seem to be the primary choice for many students. In this study, the expanded feedback was used less because using this type of feedback does not cover enough information for the students to provide solutions for the programming projects. While expanded feedback includes useful knowledge for the given problems, sometimes students need more time to distill the required knowledge. Another obstacle to using this kind of feedback may be the lack of know-how to use this feedback. In this regard, researchers argue that, when the students could not apply strategies for using feedback for their tasks, they gave up using that feedback. A problem, however, is that in order to be effective, feedback should not only be delivered appropriately, but it should also be taken into consideration.
by students (Nicol & Macfarlane-Dick, 2006). Therefore, students sometimes needed explanatory feedback in order to use the feedback to infer the conceptual knowledge required for their projects.

Overall, one reason for the positive effect of feedback on the programming performances may be the voluntariness of user. In this study, students did not have to get support from feedback. Accordingly, they did not provide extra effort to think about what they can do with the feedback. Similarly, Zaini (2018) addressed that when students considered the feedback compulsory and in turn altered their voice, they cannot benefit from the feedback as expected. The findings from open-ended questions reflect that the way of using feedback in this study provided a motivational influence on continuing to write programming codes and correcting the mistakes during the coding journey. One reason for this might be that, some of the students’ considered that the feedback provided on time when they had problems while writing codes and the projects were not interrupted. Accordingly, their interest increased to continue writing the code.

On the other hand, the difficulty of the projects might be another factor influenced the feedback type given to the students. Because the students’ responses to the difficult projects were not the same as those of the easy projects. In this study, the projects were given in an easy to difficult manner. In the easy projects, the expanded feedback was given less and the confirmatory feedback was given more. This was because most of the participants could do easy projects without referring to feedback.

The confirmation that syntax or some basic conceptual knowledge generally met students’ needs in which they did not need more coding clues in the easy projects at the beginning of the instructional process. When most of the students could provide correct solutions for the projects, the instructor could not diagnose accurately the type of feedback that the students need. In this sense, the diagnostic feedback was not used more. In the advanced projects, the instructor provided more diagnostic feedback and expanded feedback. In the first five projects, the high mean programming performance scores somewhat positively correlates with more feedback, but the relationships in the subsequent projects which include difficult tasks projects are not clear. In the first five projects, the instructor asked the participants to provide solutions by themselves, thus the feedback was mostly corrective and explanatory. In the last five projects, the instructor and the participants interacted more than those of the first five projects. The instructor provided expanded feedback with the explanatory feedback together when it was not enough for the participants to understand the tips. At this time, sometimes he fulfilled shortcomings in students’ code pieces to help them.

In this study, students’ perspectives about the feedback in the projects showed that they preferred the feedback mostly when they were useful for them. It is remarkable that students mostly prefer specific and individualized feedback. Similarly, Walker (2009) found that if the students were engaged in one particular assignment, they want feedback directly appealing to them. However, providing feedback for all students individually in an online programming course is a time-consuming process (Duffy & Kirkley, 2004). In this sense, the instructors’ role had a crucial influence in this study to provide feedback as soon as possible and to post responses for students’ questions. It can be thought that the nature of the feedback provided a key role in its preference. For instance, when the feedback becomes more explanatory, it was considered a general comment all students and it becomes a model for similar codes. Cho and MacArthur (2010) also suggest providing this kind of feedback can result in positive outcomes.

Some of the students emphasized that using GitHub was positively contributed to the students’ receiving feedback. In this sense, GitHub has some useful features for asynchronous communication, immediate feedback, transmitting content and it supports to evaluate students. When the instructor and students entered the GitHub at the same time, the amount of feedback increased in the current study. Because, the students rely on to be responded by the instructor, and they feel flexible to continue to the post to the instructor like a conversation on GitHub. This finding is in parallel with the idea of some researchers that many students prefer quick feedback (Rae & Cochrane, 2008). One can infer from the results that, when the feedback giving period is short, the students should be careful to keep in mind what the need was and how does the feedback fulfills the need.

Overall, the study concluded that the most frequently used feedback type was explanatory and corrective feedback. The Spearman Rho correlation proofs this foresight that the highest correlation between the feedback types and the programming performance scores was the explanatory, and corrective feedback. Even if the explanatory feedback was provided mostly in this study, it is difficult to match the feedback type and programming performances clearly. Because there are several factors influencing the feedback use such as the nature of projects, the features of the GitHub environment and the role of instructor. The results indicated that various types of feedback provided positive effects on the online instructional process of programming. One more contribution of this study is that; online programming process sometimes requires combining various types of feedback.
This study has certain limitations that should be enumerated to create opportunities for future research. First, the study utilized a small size of students, the selection and size of the study subjects may limit the generalization of the results. For generalization, future studies to investigate feedback with a broader sample. The data were also interpreted through affordances of GitHub, that different environments for feedback interactions were warranted.

5. Implications for Future Research

In online programming instructions, providing useful feedback is somewhat challenging and time-consuming for the instructor. Considering the affordances of the online platform and the nature of feedback, cautions should be taken when deciding to provide feedback for certain types of programming tasks. Instructors should deal with the affordances of the online learning environment and also should have experiences about learners’ needs. In this study, the effect of the feedback was considered through the programming performances on the tasks. A further study may explain relationships between the nature of the tasks, the type of skills or knowledge required to task completion and the nature of the feedback provided for the tasks.

Consequently, this study addressed using various types of feedback in online instruction via GitHub. The results are hoped to guide instructors and instructional designers who may wish to organize courses through the various use of online feedback.
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