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Abstract

With the advancement in technology and the emphasis on computer science education, there has been a strong push for more widespread programming instruction at K-12 and higher education levels. Existing research has mostly focused on students at the secondary and post-secondary levels. Not much research has involved students at the elementary school age, which has been considered a critical age to cultivate an interest in programming. The current study aimed to investigate the effects of a block-based programming interface (e.g., Hopscotch) on elementary school students’ attitudes toward programming. In this study, eighteen elementary school students in 4th-5th grades participated in a programming curriculum for about seven weeks in the US. A survey on attitudes toward programming was distributed before and after the curriculum, to explore the change in attitudes toward programming. Students’ views about the block-based programming interface (e.g., Hopscotch) were also examined after the curricular activities. Students’ activities in lessons and artifacts from the culminating project were observed. The findings indicated that elementary school students had positive views about programming in the block-based programming interface. Also, the block-based programming activities contributed to more positive attitudes toward programming. Implications and limitations of the study were discussed.
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1. Introduction

1.1 Computer Science Education

United States has an increasing demand for STEM workers than at any time in history, and teaching computer science to students is essential for recruiting STEM workers (Guzdial & Morrison, 2016). However, existing findings indicated that K-12 educators in the United States did not attach enough importance to computer science education (Google Gallup, 2015). Many colleges and universities have also reported declines in enrollment in computer science related courses and majors (Bowman, 2018). As a result, United States has been confronted with a pronounced lack of talents in computer science related professions (Seehorn et al., 2011). The shortage is especially pronounced among females (Grover & Pea, 2013) and non-Asian minorities (Banning & Folkestad, 2012).

1.2 Benefits of Programming Learning

Programming learning has been found to be beneficial to students. According to Wing (2006), the most important skill students can acquire from learning computer science is computational thinking, which refers to the use of abstract thinking to seek a solution to a problem. More specifically, computational thinking is defined as “the thought process involved in formulating problems and their solutions so that the solutions are represented in a form that can be effectively carried out by an information-processing agent” (Wing, 2011, p. 20). Computational thinking has been theorized as a multi-dimensional construct, which encompasses computational concepts, computational practices, and computational perspectives (Brennan & Resnick, 2012). Wing also
emphasized the important role computational thinking plays in learning of all subject domains, as she said, “to reading, writing, and arithmetic, we should add computational thinking to every child’s analytical ability” (Wing, 2006, p. 33).

In addition to facilitating the development of computational thinking, previous work has also identified some positive effects brought by computational way of thinking, which includes promoting divergent thinking and metacognitive skills (Clements & Gullo, 1984), critical thinking (Clements, & Gullo, 1984; Liao & Bright, 1991), as well as enhancing spatial relations and problem-solving abilities (Fessaki, Gouli, & Mavroudi, 2013; Miller, Kelly, & Kelly, 1988).

1.3 Block-Based Programming Environments

Despite the increasing importance of programming and the benefits of programming learning, computer science education has faced certain challenges, indicated by previous studies (Denner, Werner, & Ortiz, 2012; Robins, Rountree, & Rountree, 2003). Most importantly, programming is a complex mental process and a challenging task (Law, Lee, & Yu, 2010). The conventional text-based environments could burden the learners with syntax and cause frustrations. The learners could lose interest in programming very quickly in these text-based programming environments. To overcome these barriers, various efforts have been made to develop tools and activities to popularize computer science education and engage students in programming activities within K-12 and higher education contexts (Lye & Koh, 2014). With the advancements in learning technologies and their widespread applications in students’ learning, several block-based programming interfaces have been designed and introduced to teachers and students to support programming learning at various education levels (Amanullah & Bell, 2020; Denner, Werner, & Ortiz, 2012; Leidl et al., 2017). These block-based interfaces allow the design of programming logics using children-friendly drag-and-drop of blocks. Compared to text-based programming, block-based programming interfaces are useful in reducing the abstractness of syntax and the complexity of programming. They could alleviate frustrations associated with writing abstract syntax and debugging syntax. These programming environments could help novice programmers focus better on the core aspects of programming, that is, the logical thinking process. These environments would allow learners to see how the commands work immediately and detect errors much more easily (Lye & Koh, 2014). Often, the block-based programming interfaces adopt cartoon characters that appeal to the young learners and attract them to construct animations, games, or digital stories relevant to their interests and passions.

Regarding the effects of block-based programming compared to text-based programming, a recent meta-analysis on this topic (Xu et al., 2019) compared block-based programming environments with text-based environments with respect to their impacts on students’ cognitive and affective outcomes. With most of the studies examined focusing on secondary education and higher education, the meta-analysis revealed a small effect size favoring block-based programming interfaces on cognitive outcomes; while for affective outcomes, the analysis only identified a trivial effect size. Moreover, the meta-analytic study revealed a significant effect size for elementary school, but only one study focused on the elementary school-age population.

The block-based programming interfaces include but are not limited to Hopscotch, Alice, Scratch, and Minecraft. It has been suggested that students became less burdened by the syntax of programming and became more motivated about programming as exposed to a block-based programming environment named Scratch (Kaucic & Asic, 2011). Block-based programming tools have become an essential component of computer science curricula for high school and university classrooms. Empirical evidence has suggested these block-based programming environments have been proven successful at the secondary level (Burke & Kafai, 2012; Campe et al., 2020; Grover, Pea, & Cooper, 2015; Gunbatar & Karalar, 2018; Meerbau-Salant, Armoni, & Ben-Ari, 2013; Price & Barnes, 2015) and in higher education (Cetin, 2016; Korkmaz, 2016; Yukselturk & Altiok, 2017). For example, in the study conducted by Burke et al. (2012), researchers explored the effect of Scratch on enhancing middle school students’ programming skills. The findings suggested the middle school students were able to master basic programming concepts (e.g., loops, events) to create digital stories. Similarly, another study (Meerbau-Salant, Armoni, & Ben-Ari, 2013) introduced middle school students to Scratch and the students were found to be able to acquire some important programming concepts, despite having troubles learning some concepts such as repeated execution and variables. Furthermore, Grover and colleagues (2015) introduced middle school students to block-based programming in an introductory programming course. The results revealed that students achieved significant learning gains in algorithmic thinking skills, and they were also able to transfer the knowledge from the block-based programming activities to a text-based programming context. Another study that involved pre-service teachers in a university (Yukselturk & Altiok, 2017) reported that a
block-based programming environment (e.g., Scratch) was effective in alleviating negative attitudes such as low self-efficacy among pre-service teachers who came from non-CS backgrounds. Taken together, these studies suggested that exposing learners to block-based programming would be effective in helping young learners acquire basic programming concepts that could be transferrable to text-based programming contexts. It is also reasonable to speculate that the block-based programming tools would be effective in prompting more positive attitudes toward programming among the young learners, due to the fact that the drag-and-drop interface would engage the learners in the logical thinking process while preventing the frustration associated with writing syntax.

1.4 Programming Learning at an Early Age

Developing positive attitudes and stimulating interests in programming at an early age is essential for broadening participation in computer science career (Hainey et al., 2019). Thus, more work focusing on introducing programming at earlier education levels are needed to identify effective approaches and curriculum to facilitate programming education at a young age.

A literature research revealed that the majority of existing research efforts have primarily focused on the contexts of secondary education and higher education, and not so much research has been undertaken on programming education at early age. Among these efforts for young learners, Bers and her colleagues’ work has focused on integrating programming in the early childhood classroom (e.g., Bers, 2019, 2020). For example, programming robots have been adopted to support early learning of programming (Kazakoff et al., 2013; Strawhacker & Bers, 2015; Sullivan & Bers, 2013). In one study, Kazakoff and colleagues (2013) found that early learners’ sequencing skills could be improved after taking part in a workshop involving the use of programming robots. Moreover, research has been conducted to examine the use of a block-based programming environment - ScratchJr among learners in early childhood (Flannery et al., 2013; Strawhacker & Bers, 2019; Sullivan & Bers, 2019). Specifically, it was suggested that ScratchJr was an effective tool in that the young students (Grade K-2) acquired the foundational programming concepts (Strawhacker & Bers, 2019).

In recent years, growing attention has been given to integrating programming instruction in elementary school (Allsop, 2019; Bell, Duncan, et al., 2016; Bell, Witten, et al., 2016; Duncan et al., 2017). For example, Hainey and colleagues (2019) utilized a novel approach called games-based construction learning (GBCL) to teach programming concepts in upper elementary school. Their findings indicated that the games-based construction learning (GBCL) approach was an effective approach to teach programming concepts in upper elementary school. The elementary school students were able to learn programming concepts effectively. Additionally, other work has focused on methods to evaluate the Computational Thinking (CT) process in an elementary school classroom (Allsop, 2019) and measure students’ understanding of computer science concepts (Denner, Werner, & Ortiz, 2012).

With existing evidence showing the effectiveness of block-based programming among students in secondary schools and universities, as well as limited evidence in early childhood education, it is reasonable to expect these block-based interfaces could also benefit elementary school students by involving less complicated programming tasks. It is safe to postulate that block-based programming environments would be useful in stimulating elementary school students’ interest, familiarizing them with introductory programming concepts, and eventually building a foundation for text-based programming. In fact, a recent study (Chen et al., 2019) provided some evidence for this assumption. The researchers examined the relationship between undergraduate students’ final grades in introductory computer science courses and their very first programming languages before adolescence. The findings revealed that those who received higher final grades in CS courses had their initial exposure to programming in graphical language rather than textual, in or before early adolescent years. The findings suggested graphical language should be adopted for young learners’ initial exposure to programming, if programming is to be taught before early adolescence.

A recent meta-analysis, however, indicated that the effects of block-based programming among elementary school students were not adequately studied (Xu et al., 2019). Only a few empirical studies have focused on this population with specific attention given to the cognitive outcomes of block-based programming environments, but findings on the cognitive effects were mixed. For example, adopting a pretest and posttest design, Lai & Yang (2011) examined if block-based programming (e.g., Scratch) would have a positive effect on elementary school students’ problem-solving skills and the findings indicated block-based programming activities improved students’ problem-solving abilities significantly. On the contrary, Kalelioglu & Gülbahar (2014) failed to replicate the positive effects of block-based programming on problem-solving abilities. Besides examining the
influence on problem-solving skills, Sáez-López, Román-González, & Vázquez-Cano (2016) studied the impact of block-based programming on computational thinking and computational practices, and their findings suggested significant improvements in these two areas.

Additionally, the study conducted by Baser (2013) suggested a positive relationship between students’ attitudes toward programming and their achievements in programming. It also needs to be pointed out that one of the most significant obstacles in computer science education is the negative attitudes towards programming among students (Bishop-Clark, Courte, & Howard, 2006; Yukselturk & Altiok, 2017). If students could develop early interests in and positive attitudes toward programming, it is more likely they would pursue a major in computer science related disciplines, leading to a career in computer science later on. Thus, it is important to cultivate positive attitudes toward programming, especially at an early age. However, the effects of block-based programming on elementary school students’ affective outcomes are not fully understood, either (Xu et al., 2019). Empirically, Duncan & Bell (2015) implemented a programming course for elementary school students aged 11-12. The researchers surveyed the participants to see if the programming course changed their attitudes to computing as career. As all the tests were administered after the course, it was not possible to identify the improvement in attitudes toward programming. More empirical work following a pretest and posttest design is needed to examine the effects of block-based programming on learners’ attitudes, especially at the elementary level. Thus, the current study aimed to close the gap in the existing literature by providing data to illustrate the effects of block-based programming on elementary school students’ attitudes toward programming.

1.5 Current Study

For teaching programming in elementary classrooms, many tools and resources are available (Duncan, Bell, & Tanimoto, 2014). For example, ScratchJr was developed as an introductory programming environment for young learners aged 5-7, where learners could create a program/story by sequencing different types of programming blocks (e.g., triggering blocks, motion blocks, looks blocks, sound blocks, control blocks, and end blocks, Leidl et al., 2017). In contrast, Hopscotch was designed to target ages 10-15 and was considered as an age-appropriate tool for teaching programming concepts such as loops, randomization, and conditionals to these elementary school students who participated in the current study. Hopscotch was selected also due to its ease of use and compatibility with iPad. Hopscotch, as a typical block-oriented interface, adopts a drag-and-drop graphical programming environment (see a screenshot in Figure 1). Learners don’t need to write complicated syntax, and instead, they could construct a programming work (e.g., animation, game, digital stories, etc.) by building a number of blocks in the interface. Hopscotch could introduce novice programmers to fundamental programming concepts such as loops, randomization, and conditional, just to name a few. The current study explored the effects of block-based programming (e.g., Hopscotch) for developing elementary school students’ positive attitudes toward programming by adopting a pretest and posttest design.
The study was designed to address the following two research questions:

**RQ1:** How does block-based programming experience in Hopscotch influence elementary school students’ attitudes toward programming?

**RQ2:** How do the elementary school students view block-based programming in Hopscotch?

2. Method

2.1 Context & Participants

The study was situated and carried out in a weekend school in the United States. Eighteen elementary school students in grades 4-5 (13 males and 5 females) who had no prior experience in programming participated in the curricular activities. Informed consents were obtained from parents and students. The curriculum comprised seven 1-hour lessons and presented an introduction to elementary programming for this group of students. The curriculum began with an introduction to the field of computer science, which included topics such as careers in computer science, solving problems with computer science, as well as applications of computer science in daily life. The Hopscotch interface was also briefly introduced in the first lesson. Lesson 2 through 6 introduced the students to basic programming concepts such as variables, loops, randomization, and conditionals. Students were first instructed how these concepts could be used in daily life situations to solve real-world problems. The programming instruction was then provided to demonstrate examples and model the process of implementing the commands in the Hopscotch interface. The iPad used by the instructor was projected to the whole classroom to demonstrate the process in the Hopscotch interface. Figure 2 presents an example of how a loop could be accomplished in the Hopscotch interface. Then the students were instructed to exercise the commands and implemented a similar (but not exactly the same) program that incorporated the concepts in the Hopscotch interface on their individual iPads. During the process, the instructor circled around the room and provided scaffolding and feedback for the students as they worked on their own individual programs in Hopscotch. The instructor provided hints and showed how she might approach executing certain commands, instead of giving a direct answer to the problem. The final lesson challenged the elementary school students to self-design a program that incorporated the programming concepts (e.g., variables, loops, randomization, and conditionals) they had learned throughout the first six lessons of the curriculum. For the final project, the students were expected to test and revise the commands to ensure the program could run properly as intended. The final work required the students to apply the previously learned programming concepts in a new context. Each student shared their finished work at the end.

Figure 2. An example of a loop in block-based programming (e.g., Hopscotch).
2.2 Data Collection and Measures

In order to understand how block-based programming (e.g., Hopscotch) influences elementary school students’ attitudes toward programming, multiple data sources were collected. First, the study adopted a within-subjects pretest and posttest design. A survey was distributed to the students before the class, which included four Likert-scale questions (see Table 1) that were adapted from a previously validated scale on attitudes toward computer science (Hoegh & Moskal, 2009). The survey was readministered to the participants as a posttest after the learning experience in Hopscotch. While the learners responded to the statements, the researcher circled around the room and provided clarifications as needed. In fact, no student raised any questions about the statements. The reliability for the pretest is Cronbach’s $\alpha = .645$, and the reliability for the posttest is $\alpha = .762$. On the posttest, students also responded to an additional question, “Programming in Hopscotch is a positive experience for me,” on a 5-point Likert scale from strongly disagree to strongly agree. They were also requested to provide more explanations for their selections. Students’ activities throughout the lessons and their artifacts created in the Hopscotch interface were observed.

3. Results

3.1 RQ1: How does block-based programming in Hopscotch influence elementary school students’ attitudes toward programming?

To decide the appropriate statistical test to examine if there was a significant difference between the pretest and posttest responses to the four statements that gauged students’ attitudes toward programming, data were checked for normality using the Shapiro-Wilk test. The assumption of normal distribution was rejected, which indicated the need to use Wilcoxon signed-rank tests to conduct the analyses. Table 1 presents the descriptive statistics for the level of agreement with each individual statement. The results indicated a significant increase in agreement with the statement after participating in the programming curricular activities. Specifically, for “I will take more programming courses and learn more about programming in future”, participants agreed more with the statement after the programming experience, $Z = 3.755$, $p = .000$. For “I hope that my future career will involve programming”, the results showed a statistically significant difference between pretest and posttest, $Z = 3.906$, $p = .000$. For “Having background knowledge and understanding of computer science is valuable in daily life”, there was a significant increase in agreement with the statement after the curricular activities, $Z = 2.887$, $p = .004$. For “The challenge of solving problems using computer science appeals to me”, participants had a significantly higher level of agreement with the statement on the posttest than on the pretest, $Z = 3.317$, $p = .001$. For all the statements, participants’ levels of agreement with the statements significantly increased from the pretest to the posttest. This result may show that Hopscotch-based programming activities led to more positive attitudes toward programming among elementary school students. Overall, these findings suggested that block-based programming (e.g., Hopscotch) was helpful in getting elementary school students interested in programming and motivated to learn more about computer science in future.

<table>
<thead>
<tr>
<th>Please circle the number below that indicates how much you agree or disagree with each statement: (1) strongly disagree, (2) disagree, (3) neither agree nor disagree, (4) agree, (5) strongly agree.</th>
<th>Before $(n = 18)$</th>
<th>After $(n = 18)$</th>
</tr>
</thead>
<tbody>
<tr>
<td>S1: I will take more programming courses and learn more about programming in future.</td>
<td>$M = 2.94$</td>
<td>$SD = 0.87$</td>
</tr>
<tr>
<td>S2: I hope that my future career will involve programming.</td>
<td>$M = 3.11$</td>
<td>$SD = 0.47$</td>
</tr>
</tbody>
</table>
3.2 RQ2: How do the elementary school students view block-based programming in Hopscotch?

The results demonstrated that elementary school students’ views about block-based programming in Hopscotch were positive after participating in the Hopscotch-based programming curriculum. As students were asked their level of agreement with the statement “Programming in Hopscotch is a positive experience for me”, 12 strongly agree with the statement, and 6 agreed with the statement. One participant wrote, “I really enjoyed the app; I would like to learn more about programming.” It was also mentioned by two participants, “Hopscotch is easy to use.” Another participant expressed her appreciation of the app by noting, “I like the way how the app works; it allows me to see how my codes work right away.” Other comments from the participants included the following:

- Programming is fun.
- I like the app.
- Programming is interesting.
- I had lots of fun with programming.
- I like the idea of building animations with my favorite characters.

Overall, the elementary school students felt positive about and engaged in using Hopscotch to practice programming, and the researcher’s in-class observations also corroborated this finding. Although the curriculum only involved some basic programming concepts, students learned how to apply abstract thinking to solve a problem (e.g., implement a simple program in Hopscotch). It can be argued that Hopscotch-based programming instruction helped elementary school students comprehend the fundamental programming concepts, which can be gleaned from their final programming products. The final projects students created demonstrated they had mastered the previously learned knowledge and skills throughout the curricular activities (see an example of a student’s final project codes in Figure 3). The findings suggested block-based programming activities in Hopscotch were beneficial in assisting the development of programming skills for elementary school students.
4. Discussion
The study contributed to the effort to expand programming education at the elementary level. The study sought
to enhance our understanding of how block-based programming influences elementary school students’ attitudes
towards programming. The findings revealed block-based programming was effective in cultivating positive
attitudes toward programming among elementary school students. It was observed that the students were able to
make sense of the programming concepts and were able to apply the concepts to the culminating project. The
present results contributed to a growing body of literature seeking to understand the effects of block-based
programming at various age levels.
Results further showed participants’ views about the block-based programming environment were positive, as
evidenced by their responses to the statement “Programming in Hopscotch is a positive experience for me” and
the explanations they provided for their selections. Generally, the block-based programming environment was
well received by the students, for example, one comment was “I like the app”. Participants also thought
programming in Hopscotch was a fun experience. For example, three participants respectively commented,
“programming is fun”, “Programming is interesting”, and “I had lots of fun with programming”. Another
participant expressed similar feeling in the response, “I really enjoyed the app”. The fun in the programming
experience could possibly be attributed to the fact that the programming interface provided characters that appeal
to the young participants, and they can build programs that incorporate these characters. For example, one
participant provided support for this speculation and mentioned that “I like the idea of building animations with
my favorite characters”. Another factor that possibly contributed to the positive views about the Hopscotch
programming environment is that the Hopscotch app is easy to use and allows the learners to test the program
immediately and fix errors (i.e., debugging and problem solving) as needed. For example, one participant
commented, “I like the way how the app works; it allows me to see how my codes work right away”. Based on
the observation, the students enjoyed the process of building up an animation/program through the app, and a
high level of interest and engagement was observed throughout the curricular activities.
This finding is in line with two studies that focused on a different block-based programming environment called
Scratch. For example, Sáez-López and colleagues (2016) involved elementary school students in 5th-6th grades in
block-based programming activities. Based on students’ responses to the questionnaire, students demonstrated
positive attitudes toward the block-based programming interface. More recently, Mladenović and colleagues
(2017) compared block-based programming (e.g., Scratch) and text-based programming (e.g., Python) for game-
based programming among 5th-grade elementary school students. By surveying learners’ attitudes toward the
programming interfaces after the activities, learners displayed more positive attitudes toward programming to
Scratch compared to Python. This observation provided more support for learners’ positive attitudes toward the
block-based programming activities.
The study yielded several practical implications. The current study demonstrated the possibility of developing
positive attitudes toward programming by exposing elementary school students to a programming curriculum
involving the use of the Hopscotch block-based programming environment. Teachers and parents of elementary
school students should take that into consideration.
Hopscotch-based programming instruction represented the very first exposure to computer programming among
the learners who participated in the current study. The results of the study indicated Hopscotch was helpful in
developing an early interest in programming among the young learners. The findings provided important
implications for computer science educators in the elementary school setting. Next, the study revealed that
elementary school students demonstrated interest in using Hopscotch for programming, but teachers’ guidance is
also important in identifying meaningful curricular activities that are educationally valuable in the Hopscotch
interface.
The current study also benefited a broader population of elementary school students and teachers, including
students from traditionally underrepresented groups in computer science. The curriculum also provided
implications for the design of an effective curriculum to arouse children’s early interest in programming and
develop programming skills, which will help broaden participation in computer science careers in the long-term.
The findings of the present study should be interpreted in light of several limitations, and future work should
seek to address these limitations.
One limitation is that the study adopted a small sample size, and it needs to be acknowledged that the present
findings may be limited in generalizability. Future studies could benefit from adopting larger sample sizes to
explore the effects of block-based programming activities on attitudes toward programming among young learners.

Second, the study investigated the effects of Hopscotch-based programming instruction on attitudes toward programming. A future study should continue to examine the effects of block-based programming instruction on learners’ attitudes toward programming by adopting a more comprehensive scale to measure learners’ attitudes.

Another limitation of the study was that the attitude survey was conducted right after the curricular activities. Future research is recommended to adopt a longitudinal design and examine the long-term effects of programming curriculum on learners’ attitudes toward programming in the long run.

Previous studies have shown that boys tend to have more positive attitudes toward programming as compared to girls (Baser, 2013; Rubio et al., 2015). These gender differences in students’ attitudes towards programming could possibly influence their interests in pursuing computer science majors and eventually undertake careers involving computer science. Future studies could focus on exploring approaches to bridge the gender-based differences in learners’ attitudes toward programming.

It is also worth conducting more work to understand the processes of programming learning. For example, a future study could use screen recording and think-aloud protocols (Ericsson & Simon, 1998) to study the processes of programming among elementary school students. The study could examine how novice programmers build and comprehend the block-based codes, which can be used to then improve the learning processes as well as the instructional approaches that target novice learners.

Last but not least, future work is also recommended to examine ways to integrate programming instruction into elementary school STEM learning by infusing computational thinking into the project-based learning of STEM contents.
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